**Java Interview Questions**

**1. What is a class?**

Classes in java are simply bindings which bind/encapsulated data and operations (variables and methods)

* A class is declared by use of the **class** keyword. (please refer above example)
* The data, or variables, defined within a class are called instance variables.
* A typical class may contain methods, data, or both.
* the methods and variables defined within a class are called members of the class.
* We can access class members by creating an object of the class.
* In example-2, ‘s’ is the object of class Sample.
* To access class variables and methods use dot ( . ) operator just after the object name.
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* In above example S1, S2, S3 are objects of class *Sample.*
* **Allowed modifiers:** *public, final and abstract* only.
* Class doesn’t have return type.

**2. What is the difference between heap and stack?**

Difference between Java Heap Space and StackMemory. ... Heap memory is used by all the parts of the application whereas stack memory is used only by one thread of execution. Whenever an object is created, it's always stored in the Heap space and stack memory contains the reference to it.

**3. What is the difference between instance variable and local variable?**

There are three types of variables available in Java.

* Instance Variable
* Local Variable
* Static Variable

1. *Instance Variable:*

Instance variable is defined inside class but outside method. All methods inside class can access this variable. Instance variable is not a static variable.

2. *Local Variable:*

Local Variable is defined inside individual method. Its scope is limited to method in which it is declared and defined.

3. *Static Variable:*

A Variable which is declared as ‘Static’ is known as static. It can be a local variable. You do not require to make an object to access static variable. Static variable is accessible using class-name only.  Static variables are loaded in memory at the time of class loading.

**4. What is a Constructor? Types of Constructor?**

It is a special method to initialize the object. Constructor name must be same as Class name.

Constructor must have no explicit return value.

1) Default constructor: No parameters

2) Parameterized Constructor: It contains arguments and parameters.

3) No Argument Constructor: No parameters provided programmer will create that constructor

**5. Difference between Break and Continue?**

Break leaves the loop completely and executes the statements after the loop. Whereas Continue leaves the current iteration and executes with the next value in the loop. ... A break statement results in the termination of the statement to which it applies ( switch , for , do , or while ).

**6. To exit the system from the current execution what command is used in java?**

**7. Addition features in Java 8?**

**8. Difference between for and for each loops in java and use of it?**

**9. Can we have multiple public classes within a class?**

You can have multiple classes within a class. They are called Inner Classes or nested classes. You can even have multiple class definitions in a single .java file without one being nested in another (provided that only one is public, because a public class has to be declared in a file named after it).

**10. What is inheritance? Types of inheritance? Does multiple inheritance allowed in java. If not, why?**

Inheritance is a mechanism where in a new class is derived from an existing class. In Java, classes may inherit or acquire the properties and methods of other classes. A class derived from another class is called a subclass, whereas the class from which a subclass is derived is called a superclass.

1) Single level inheritance 2) Multilevel inheritance 3) Multiple inheritance 4) Hierarchical inheritance 5) Hybrid Inheritance

To avoid ambiguity error java does not support multiple inheritance through class. But through the interface, multiple inheritance is possible in java. No java doesn't support multiple inheritance directly because it leads to overiding of methods when both extended class have a same method name.

**11. What is polymorphism? How we can achieve it?**

Static polymorphism or compile time polymorphism is obtained by using method overloading. When you overload a method, the compiler at the time of compilation knows which method to invoke. ... But, in case of overriding, which method to call is decided at the runtime.

**12. Difference between method overloading and method overriding?**

|  |  |  |
| --- | --- | --- |
| **No.** | **Method Overloading** | **Method Overriding** |
| 1) | Method overloading is used *to increase the readability* of the program. | Method overriding is used *to provide the specific implementation* of the method that is already provided by its super class. |
| 2) | Method overloading is performed *within class*. | Method overriding occurs *in two classes* that have IS-A (inheritance) relationship. |
| 3) | In case of method overloading, *parameter must be different*. | In case of method overriding, *parameter must be same*. |
| 4) | Method overloading is the example of *compile time polymorphism*. | Method overriding is the example of *run time polymorphism*. |
| 5) | In java, method overloading can't be performed by changing return type of the method only. *Return type can be same or different* in method overloading. But you must have to change the parameter. | *Return type must be same or covariant* in method overriding. |

**13. Can we achieve method overloading when two methods have only difference in return type.**

Different ways of Method Overloading in Java. ... The compiler does not consider the return type while differentiating the overloaded method. But you cannot declare two methods with the same signature and different return type. It will throw a compile time error.

**14. Method overloading and overriding examples in Selenium project?**

**15. What is encapsulation?**

* Encapsulation is binding a data and methods into a single entity called ‘[Class](https://testingshastra.wordpress.com/2017/09/28/introduction-to-class/)‘
* In Java, everything is bounded inside a class. You cannot write a single variable or method outside the class
* We can achieve security using Encapsulation.
* Encapsulation gives you more control on data and methods of the class.
* We can restrict access of data and methods using Encapsulation.
* All object oriented languages like, C++, Java, .net etc follows the concept of class.
* Encapsulation allows you to achieve modularity. We never use to write the entire code in a same class. It is a good practice to write different class for different functionalities and then call the required functionalities from the respective class.
* [Class](https://testingshastra.wordpress.com/2017/09/28/introduction-to-class/) has the ownership of each and everything (data, [methods](https://testingshastra.wordpress.com/2017/12/12/methods-classes/), constructor etc) written inside it.

**16. What is IS-A and HAS-A relation in java With examples?**

IS-A = Inheritance

HAS-A = Aggregation and Composition (New Keyword is used)

**17. What is final and super keyword? Difference between them?**

final keyword is used in different contexts. First of all, final is a non-access modifier applicable only to a variable, a method or a class. Following are different contexts where final is used. When a variable is declared with final keyword, its value can't be modified, essentially, a constant.

super is a keyword. It is used inside a sub-class method definition to call a method defined in the super class. Private methods of the super-class cannot be called. Only public and protected methods can be called by the super keyword. It is also used by class constructors to invoke constructors of its parent class.

**18. Explain runtime polymorphism and compile time with examples?**

Overloading is **compile time polymorphism** where more than one methods share the same name with different parameters or signature and different return type. Overriding is **run time polymorphism** having same method with same parameters or signature, but associated in a class & its subclass.

**19. Can final/Static method be overloaded?**

Yes we can overload.

**20. Can final/Static methods be overridden?**

We cannot **overridden**.

**21. Can we overload main method?**

Yes, we overload main method but at the time of execution JVM will always call JVM main Method

**22. Can we execute a class without a main method?**

Yes You can compile and execute without main method By using static block. But after static block executed (printed) you will get an error saying no main methodfound. ... But this will not execute with JAVA 7 version.

**23. What is Package?**

A package in Java is used to group related classes. Think of it as a folder in a file directory. We use packages to avoid name conflicts, and to write a better maintainable code. Packages are divided into two categories:

* Built-in Packages (packages from the Java API)
* User-defined Packages (create your own packages)

**24. What is an Abstract Class? Write an example code?**

**25. What is an Interface? What is the difference from Abstract class?**

|  |  |  |
| --- | --- | --- |
| **Sr. No.** | **Abstract Class** | **Interface** |
| **1** | Abstract class is achieve 0 to 100% abstraction | It is used to achieve 100% abstraction |
| **2** | All methods should be public or protected | All methods should be public or protected |
| **3** | We cannot make abstract method as final but we can make concrete method as final | We cannot make abstract method as final |
| **4** | We have to write abstract keyword for abstract method | By Defaults all methods are abstract |
| **5** | We cannot create instance of abstract class | We cannot create instance of interface |
| **6** | It is not compulsory to initialize abstract class variables | We should compulsory initialize variables in interface |
| **7** | Inside abstract class we can take constructor | Inside interface we cannot define constructor |

**26. Can we use private and protect access modified inside a Interface?**

It doesn't help that **you** declare these fields public , or even public static . The Java**access** modifiers **private and protected** cannot be assigned to a class. Only to constructors, methods and fields **inside** classes. Classes **can** only have the default (package) and public **access modifier** assigned to them.

**27. Can multiple inheritances support in Interface?**

Yes, class name Implements A,B,C

**28. Examples of Abstract and Interface used in selenium project?**

Abstract class is not used in my project but interface (iTestListner) is used in my project

**29. What is Exception and what is the base class of it?**

- Exception is runtime phenomena.

- Exceptions are objects thrown to the JVM

- Throwable is a parent class of Exception

**30. What is Final, Finally, Finalize?**

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

**31. What is done in finally block?**

Finally is used to place important code, it will be executed whether exception is handled or not.

**32. What is garbage collection java? How it is done?**

It makes java memory efficient because garbage collector removes the unreferenced objects from heap memory. It is automatically done by the garbage collector (a part of JVM) so we don't need to make extra efforts.

**33. What is the difference between Throws and Throw?**

|  |  |  |
| --- | --- | --- |
| **No.** | **throw** | **throws** |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. public void method()throws IOException, SQLException. |
| 6) | Throw is used to throw the exception Explicitly | Throws is used to propagate the exception |

**34. Gives some examples of java and Selenium?**

**35. What is Java Reflection, Singleton?**

**36. What is threading? How does multi threading achieved? How to initiate a thread in java? What do you mean by thread safe?**

**37. What is the difference between collection and collections?**

* Collection is a root level interface of the Java Collection Framework. Most of the classes in Java Collection Framework inherit from this interface. List, Set and Queue are main sub interfaces of this interface.
* Collections are an utility class in java.util package. It consists of only static methods which are used to operate on objects of type Collection. For example, it has the method to find the maximum element in a collection, it has the method to sort the collection, it has the method to search for a particular element in a collection.

**38. Collection are what type?**

* It is not fixed in size
* It is variable in size
* Collection is a heterogeneous-multiple types of objects in same collection.
* Predefined support in collection for methods.
* Types

List

Set

Queue

**39. Difference between Array and ArrayList?**

|  |  |  |
| --- | --- | --- |
| **Sr. No.** | **Array** | **ArrayList** |
| **1** | **It is fixed in size** | **It is variable in size** |
| **2** | **It Should not grow at runtime** | **It should grow at runtime** |
| **3** | **Array is Homogenous- same type of array like int type** | **Duplicates are allowed** |
| **4** | **Predefined method support in array** | **Predefined method support in array** |
| **5** | **Insertion order is not preserved** | **Insertion order is preserved** |
| **6** | **It is not variable in size** | **It is variable in size** |
| **7** | **Backend data structure is array** | **Backend data structure is array** |
| **8** | **Random access is possible** | **Random access is possible** |
| **9** | **Null insertion is possible** | **Null insertion is possible** |

**40. Difference between Set and HashSet?**

Set is an interface, HashSet - implementation of interface. It is recommended to use interface instead of implementation when you declaring variables.

If go further into details, interface in Java it is a set of methods, and if some class wants to implement this interface, it must implement all of this methods.

Set interface represents a set of some objects, non-ordered, without random-element access. HashSet - implementation of Set interface, based on .hashCode() function

**41. Difference between HashMap and HasTable?**

|  |  |  |
| --- | --- | --- |
| **Sr. No.** | **HashTable** | **HashMap** |
| **1** | HashTable is synchronized | HashMap is not synchronized |
| **2** | HashTable is thread safe. | HashMap is not thread safe |
| **3** | HashMap is slower in execution. | HashMap is faster in execution. |
| **4** | HashTable does not allow null keys or value | HashMap allows one null key and any number of null values. |

**42. Difference between ArrayList and LinkList?**

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses a **dynamic array** to store the elements. | LinkedList internally uses a **doubly linked list** to store the elements. |
| 2) ArrayList is synchronized. | LinkedList is A synchronized. |
| 2) Manipulation with ArrayList is **slow** because it internally uses an array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses a doubly linked list, so no bit shifting is required in memory. |
| 3) An ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

**43. How do you use Map collection your project?**

**- I didn’t use**

**44. Can we have duplicate key value in HasMap?**

**-** Yes but only values is duplicate not key is duplicate

**45. How to fetch values from a hashmap?**

Use the GET method of HashMap to get what you want. Use the 'string' key of thehashmap, to access its value which is your tab class. You have to follow the following sequence of opeartions: Convert Map to MapSet with map.entrySet();

**46. Difference between String, String Builder And String Buffer?**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. No.** | **String** | **String Buffer** | **String Builder** |
| **1** | String is immutable in nature | StringBuffer is mutable in nature | StringBuilder is mutable in nature |
| **2** | String is secure than the String buffer and String Builder | Objects of string buffer class are synchronized | Objects of string builder class are not synchronized |
| **3** |  | In string buffer it will focus on single thread at a time | In string builder it will focus on multiple thread at a time |
| **4** |  | String Buffer is thread safe. | String builder is not thread safe |
| **5** |  | String Buffer is slower in execution. | String builder is faster in execution. |
| **6** |  | String Buffer does not allow null keys or value | String builder allows one null key and any number of null values. |

**47. How to iterate Hash Map?**

There is no iterator method in HashMap class

* Get all the keys from map into set
* Save keys in set instance
* Apply iterator on set of keys
* Read one by one

**47. Differentiate between Array list and vector?**

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| Array list is not synchronized | Vector is synchronized |
| It will focus on multiple thread at a time | It will focus on single thread at a time |
| ArrayList is not thread safe. | Vector is thread safe |
| ArrayList is faster in execution. | Vector is slower in execution. |
| Array list is not belongs to legacy class because it is introduced in 1.2 version of java | Vector is belongs to legacy class because it is introduced in 1.0 Version of java |

**#Java Programs**

1. Write a Code to generate Random numbers.

2. Write code to verify a number is perfect number or not.

3. Fibonacci series from 1 to 10.

4. Write a program to find a Factorial of a number.

5. Swap two numbers without using the third variable.

6. Program to find greatest of three numbers.

7. An Array of numbers given. .Find the largest two number and print it

8. Reverse a number.

9. Verify if a given number is a palindrome or not.(same concept of reversing a number)

10. Armstrong number program.

11. A String is given remove the white spaces, reverse it and print the only odd position characters.

12. Check if a string is an anagram of another string.

13. A string is given make few characters to upper case as asked.

14. In a String print the occurrence of each character.

15. In a Statement check how any duplicate strings are there and remove them.

16. Use split to print each word of a statement.

17. Find the substring of a String.

18. Remove duplicate characters from a String and Print it.

19. Write a code to print the triangle of numbers.

20. Read and Write file program.

21. Calculate power of a number using a while loop

**#SQL**

1. What is primary key and unique key?

2. How many joins are there any difference?

3. Difference between join and union?

4. Select top 3 max salary employees by depts.

5. Difference between where and having and use of it?

6. Different types of Date functions?

7. What are the grouping functions?

8. Which function is used to get the current date?

9. What is a sub query?

10. What is indexing?

**#Selenium Interview Questions**

**1. What are the components of Selenium?**

Selenium has 4 special components that is:

* Selenium IDE (Integrated Development Environment)
* Selenium GRID
* Selenium(RC) 1.0 (Also called as Remote Control)
* Selenium 2.0/3.0 (Also called as Webdriver)

**2. Which version you are using and what addition features you see from the previous version?**

**3. What is a WebDriver?**

WebDriver is a web automation framework that allows you to execute your tests against different browsers, not just Firefox, Chrome (unlike Selenium IDE).

WebDriver also enables you to use a programming language in creating your test scripts (not possible in Selenium IDE).

You can now use conditional operations like if-then-else or switch-case. You can also perform looping like do-while.

**4. How do you select you drivers to launch a url?**

**5. Which method is used to fetch the driver?**

**6. Which framework you are using? Explain in details and its benefit? What is POM?**

**7. What is data driven and keyword driven frameworks?**

Data Driven Test Framework

In data driven framework all of our test data is generated from some external files like[Excel](https://www.guru99.com/excel-tutorials.html), CSV, XML or some database table.
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To read or write an Excel,Apache provides a very famous library POI. This library is capable enough to read and write both XLS and XLSX file format of Excel.

To read XLS files, an HSSF implementation is provided by POI library.

To read XLSX, XSSF implementation of POI library will be the choice. Let's study these implementations in detail.

We already learned about Data Driven Testing in our [previous tutorial](https://www.guru99.com/all-about-excel-in-selenium-poi-jxl.html)

Keyword Driven Test Framework:

In keyword driven test framework, all the operations and instructions are written in some external file like Excel worksheet. Here is how the complete framework looks like

[![Selenium Framework: Keyword Driven & Hybrid](data:image/png;base64,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)](https://www.guru99.com/images/AdvanceSelenium/071514_0715_CreatingKey2.png)

**8. What locators you are using?**

* **Xpath**
* **Id**
* **cssSelector**
* **name**
* **linkText**
* **PartialLinkText**
* **tagName**
* **className**

**9. How do you explain the concept of object repository?**

Object Repository is a collection of webElements.

Object Repository is a collection of object and properties with which QTP will be able to recognize the objects and act on it. When a user records a test, the object sand its properties are captured by default. Without understanding objects and its properties, QTP will NOT be able to play back the scripts.

**10. What is the difference between findElement and findElements and what is return type? Give some example where it is used?**

|  |  |
| --- | --- |
| **Find Element** | **Find Elements** |
| Returns the first most web element if there are multiple web elements found with the same locator | Returns a list of web elements |
| Throws exception NoSuchElementException if there are no elements matching the locator strategy | Returns an empty list if there are no web elements matching the locator strategy |
| It will only find one web element | It will find a collection of elements whose match the locator strategy. |
| Not Applicable | Each Web element is indexed with a number starting from 0 just like an array |

### Example: How to use Find Element command

The following application is used for demo purpose

<http://demo.guru99.com/test/ajax.html>

**Scenario:**

1. Open the AUT

2. Find and click radio button

package com.sample.stepdefinitions;

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.chrome.ChromeDriver;

public class NameDemo {

public static void main(String[] args) {

// TODO Auto-generated method stub

System.setProperty("webdriver.chrome.driver", "D:\\3rdparty\\chrome\\chromedriver.exe");

WebDriver driver = new ChromeDriver();

driver.manage().window().maximize();

driver.get("http://demo.guru99.com/test/ajax.html");

// Find the radio button for “No” using its ID and click on it

System.out.println (By.Name("name"));

}

}

### Example: How to use Find Elements command

**Scenario:**

1. Open the URL for Application Under Test

2. Find the text of radio buttons and print it onto the output console

package com.sample.stepdefinitions;

import java.util.List;

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.WebElement;

import org.openqa.selenium.chrome.ChromeDriver;

public class NameDemo {

public static void main(String[] args) {

System.setProperty("webdriver.chrome.driver", "X://chromedriver.exe");

WebDriver driver = new ChromeDriver();

driver.get("http://demo.guru99.com/test/ajax.html");

List<WebElement> elements = driver.findElements(By.name("name"));

System.out.println("Number of elements:" +elements.size());

for (int i=0; i<elements.size();i++){

System.out.println("Radio button text:" + elements.get(i).getAttribute("value"));

}

}

}

**Summary:**

* Find Element command returns the web element that matches the first most element within the web page.
* Find Elements command returns a list of web elements that match the criteria.
* Find Element command throws NoSuchElement exception if it does not find the element matching the criteria.
* Find Elements command returns an empty list if there are no elements matching the criteria

**11. Which method is used to get the text of an element?**

**-** getText()

**12. How do you fetch an attribute value of an element?**

**-** by using getAttribute() method of webDriver

**13. When multiple checkboxes are there how do you check which one is checked previously?**

**-** first we have fetch all element and apply isSelected() method

**14. What is the return type of isSelected() method?**

**-Boolean**

**15. What are the methods used to verify the existence of an object in a webpage?**

**-** isVisible, isDisplayed

**16. What is a Xpath difference between relative and absolute xpath?**

**Absolute Xpath**: It uses Complete path from the Root Element to the desire element.

**Relative Xpath**: You can simply start by referencing the element you want and go from there.

**17. Read all axes scenarios of xpath like parent, following, ancestor, child and sibling.**

**18. How to fetch an element when its attributes are changing frequently?**

-by using functions of xpath i.e Contains, starts-with, text, last, position

**19. What are the ways to click on a button?**

**-** webElement.click() method, submit() method.

**20. What are different types of wait (write the syntax) and explain the scenarios where you will use them?**

**Selenium Web Driver Waits**

1. Implicit Wait
2. Explicit Wait
3. Fluent Wait

**Implicit Wait**

It is type of wait which is attach to the driver instance throughout its lifetime. It will wait for all the elements present on webpage. It is not customizable wait.

Selenium Web Driver has borrowed the idea of implicit waits from Watir.

driver.manage().timeouts().implicitlyWait(TimeOut, TimeUnit.SECONDS);

## Explicit Wait

## It is type of wait in which it will wait for particular web element on web page. It is highly customizable wait with the help of that we can customize polling time. We can ignore exceptions we can also apply timeout.

## There are two types of explicit waits

## 1. WebDriver wait

## Web Driver wait is child class of fluent wait. This doesn’t have its own methods. It uses the method of fluent wait. With the help of this wait we can customize wait with the help of that we can customize polling time. It is more specific wait than fluent wait. Web Driver wait has its constructor to initialize operations

## 2. Fluent wait

## It is a parent class of WebDriver wait. It has its own methods. It is more generalized wait.

## poolingEvery

## Ignoring

## Until

## waitTimeout

WebDriverWait wait = new WebDriverWait(WebDriverRefrence,TimeOut);

**Fluent Wait**

Wait wait = new FluentWait(WebDriver reference)

.withTimeout(timeout, SECONDS)

.pollingEvery(timeout, SECONDS)

.ignoring(Exception.class);

**21. What are different types of exception in selenium?**

IllegalStateException

WebDriverExeptions

StaleElementException

Timeout exception

NoSuchElementException

IllegalArgumentExceptio

NoAlertPresentExceptiom

NowindowPresentException

**22. How do you handle exceptions selenium?**

**23. There are 4 windows in browsers open you have no idea where the required element is present . What will be your approach to find that element?**

**-** windowHandles()

**24. What is the difference between getWindowhandle() and getWindowHandles()? What is its return type?**

**GetWindowHandle Command :-**To get the window handle of the current window.

 String handle= driver.getWindowHandle();

//Return a string of alphanumeric window handle

**GetWindowHandles Command :-** To get the window handle of all the current windows.

Set<String> handle= driver.getWindowHandles();

//Return a set of window handle

**25. Difference between Quit() and Close()?**

- Close() method is used to close the particular window which is open.

- Quit() method is used to Close all the window which are open.

**26. How do you handle an alert pop-up?**

**Handling web-based pop-up box**

WebDriver offers the users with a very efficient way to handle these pop ups using Alert interface.

**There are the four methods that we would be using along with the Alert interface.**

**1) void dismiss()** – The dismiss() method clicks on the “Cancel” button as soon as the pop up window appears.  
**2) void accept()** – The accept() method clicks on the “Ok” button as soon as the pop up window appears.  
**3) String getText()** – The getText() method returns the text displayed on the alert box.  
**4) void sendKeys(String stringToSend)** – The sendKeys() method enters the specified string pattern into the alert box.

Object Creation for Alert class  
Alert alert = driver.switchTo().alert();

We create a reference variable for Alert class and references it to the alert.

**Switch to Alert**  
Driver.switchTo().alert();  
The above command is used to switch the control to the recently generated pop up window.

**Accept the Alert**  
alert.accept();  
The above command accepts the alert thereby clicking on the Ok button.

**Reject the Alert**  
alert.dismiss();  
The above command closes the alert thereby clicking on the Cancel button and hence the operation should not proceed

**27. How do you get the text inside a Alert?**

**- String getText()** – The getText() method returns the text displayed on the alert box.

**28. What is a Alert? Interface/class?**

Alert interface provides the below few methods which are widely used in Selenium Webdriver. 1) void dismiss() // To click on the 'Cancel' button of thealert. ... 2) void accept() // To click on the 'OK' button of the alert. driver.switchTo().alert().accept(); 3) String getText() // To capture the alert message.

**29. How do you handle Frames in selenium?**

Basically, we can switch over the elements in frames using 3 ways.

* **By Index**
* **By Name or Id**
* **By Web Element**

**Switch to the frame by index:**

Index is one of the attributes for the Iframe through which we can switch to it.

Index of the iframe starts with '0'.

Suppose if there are 100 frames in page, we can switch to the iframe by using index.

* driver.switchTo().frame(0);
* driver.switchTo().frame(1);

**Switch to the frame by Name or ID:**

Name and ID are attributes of iframe through which we can switch to the it.

* driver.switchTo().frame("iframe1");
* driver.switchTo().frame("id of the element");

**30. Give one example of method overloading concept used in Selenium? Ans : Switching to frames**

**31. How do you select a dropdown value and what are the different methods are there?**

|  |  |
| --- | --- |
| **Method** | **Description** |
| **selectByVisibleText()**and**deselectByVisibleText()** *Example:*[How to Select Option from DropDown using Selenium Webdriver](https://www.guru99.com/images/image017(3).png) | * Selects/deselects the option that displays the text matching the parameter. * **Parameter**: The exactly displayed text of a particular option |
| **selectByValue()** and**deselectByValue()** *Example:*[How to Select Option from DropDown using Selenium Webdriver](https://www.guru99.com/images/image018(3).png) | * Selects/deselects the option whose "value" attribute matches the specified parameter. * **Parameter**: value of the "value" attribute * Remember that not all drop-down options have the same text and "value", like in the example below.   [How to Select Option from DropDown using Selenium Webdriver](https://www.guru99.com/images/image019(2).png) |
| **selectByIndex()** and**deselectByIndex()** *Example:[How to Select Option from DropDown using Selenium Webdriver](https://www.guru99.com/images/image020(2).png)* | * Selects/deselects the option at the given index. * **Parameter**: the index of the option to be selected. |
| **isMultiple()** *Example:[How to Select Option from DropDown using Selenium Webdriver](https://www.guru99.com/images/image021(2).png)* | * Returns TRUE if the drop-down element allows multiple selections at a time; FALSE if otherwise. * **No parameters needed** |
| **deselectAll()** *Example:[How to Select Option from DropDown using Selenium Webdriver](https://www.guru99.com/images/image022(2).png)* | * Clears all selected entries. This is only valid when the drop-down element supports multiple selections. * **No parameters needed** |

**32. When your Xpath is returning more than one matching values how will you handle it?**

**33. Which is better Xpath/CSS? Why?**

CSS selectors perform far better than Xpath and it is well documented in Selenium community. Here are some reasons,

* Xpath engines are different in each browser, hence make them inconsistent
* IE does not have a native xpath engine, therefore selenium injects its own xpath engine for compatibility of its API. Hence we lose the advantage of using native browser features that WebDriver inherently promotes.
* Xpath tend to become complex and hence make hard to read in my opinion

**34. How does u capture the screenshot? What is the best place to have the screenshot code?**

**I** capture screenshot by using three ways 1. takeScreenshot(selenium Method) 2. aShot(API) 3. Robot(Java Class).

Best Place to insert screenshot code is TestNGListner.

**35. How do you connect Excel sheet? Write the code?**

**36. Write the database connection code.**

**37. How do you read and write a text file?**

**38. How do you read and write a pdf file?**

**39. What are the disadvantages of selenium?**

**40. Give some scenarios where you cannot automate?**

* **CAPTCHA scenarios**: Well, CAPTCHAS are there for purpose. To bypass automation. Best way to handle it is to tell your dev team to disable it or make it static.
* **Video streaming scenarios**: More often that not, Selenium won’t be able to recognise video controls. JavaScript Executor and flex-ui-selenium will work to some extent, but they are not entirely reliable.
* **Code reading scenarios**: If your web app has a functionality which reads barcodes or QR codes, it’s not beneficial to automate it. There may be some tools available for them but I’m not sure how effective they are.
* **Crash recovery scenarios**: You might want to test your application’s crash recovery. This is a scenario best tested manually. I am not saying you won’t be able to test it using Selenium. You may be. But I don’t know how feasible and beneficial it would be.
* **Performance testing**: It can be automated but it’s best not to automate performance testing using Selenium.

**41. What is the base class of exception?**

**-**Throwable

**42. When you execution is failed how do you debug your code?**

**- Using Breaking Points**

**43. How do you fetch the tile of a webpage?**

**-**getTitle() method of webdriver

**44. What are the methods used to verify the end result is achieved?**

**-** assert() method used to verify the end result is achieved

**45. How do you handle dynamic webtable? In cases you have no idea of how many rows of record will come , what should be the approach to handle this case?**

**-** fetch all table data

**46. How to verify the broken images of a page?**

**47. How to clear the cookies of the browser before start the execution?**

**-** deleteAllCookies() method of webdriver

**48. Write the code to maximize the window?**

**-** *driver*.manage().window().maximize();

**49. Implementation of collection in your framework?**

**-** at the time of fetching the data from excel file that data will be saved in ArrayList() method of collection.

**50. Give a scenario where inheritance is used in your framework?**

**-** We have implemented inheritance features in POM\_Base approach.

We have a POM\_Base class and in that class openBrowser(), openUrl(), maxamizeWindow() methods.

**51. Give a scenario where interface is used in your framework?**

**-** iTestListner(is a interface)

**52. Write a code using java script executor to scroll the webpage?**

**- public** **class** JavaScriptExecutorDemo {

**public** **static** **void** main(String[] args) **throws** AWTException {

WebDriverManager.*chromedriver*().setup();

WebDriver driver = **new** ChromeDriver();

driver.get("https://goo.gl/1bvRJu");

driver.manage().window().maximize();

JavascriptExecutor js = (JavascriptExecutor)driver;

js.executeAsyncScript("window.scrollBy(0,500)");

}

}

**53. How do you highlight an web element?**

**54. What is use of property file in selenium?**

.properties files are mainly used in Java programs to maintain **project configuration data**, database config or project settings etc. Each parameter in properties file are stored as a pair of strings, in key-value pair format, where each key is on one line

**55. How do you handle multiple browser selection?**

**-**

**56. What is used for reporting?**

**57. What are the annotations used in TestNG? How it is difference from JUnit?**

|  |  |  |  |
| --- | --- | --- | --- |
| **S.N.** | **Description** | **TestNG** | **JUnit 4** |
| 1 | Test annotation | @Test | @Test |
| 2 | Executes before the first test method is invoked in the current class | @BeforeClass | @BeforeClass |
| 3 | Executes after all the test methods in the current class | @AfterClass | @AfterClass |
| 4 | Executes before each test method | @BeforeMethod | @Before |
| 5 | Executes after each test method | @AfterMethod | @After |
| 6 | annotation to ignore a test | @Test(enable=false) | @ignore |
| 7 | annotation for exception | @Test(expectedExceptions = ArithmeticException.class) | @Test(expected = ArithmeticException.class) |
| 8 | timeout | @Test(timeout = 1000) | @Test(timeout = 1000) |
| 9 | Executes before all tests in the suite | @BeforeSuite | n/a |
| 10 | Executes after all tests in the suite | @AfterSuite | n/a |
| 11 | Executes before a test runs | @BeforeTest | n/a |
| 12 | Executes after a test runs | @AfterTest | n/a |
| 13 | Executes before the first test method is invoked that belongs to any of these groups is invoked | @BeforeGroups | n/a |
| 14 | run after the last test method that belongs to any of the groups here | @AfterGroups | n/a |

**58. Explain all annotations and its use?**

**59. How do you priorities your test cases?**

**-** To set Priority attribute of test Annonation @Test (priority=1)

**60. Suppose you want to skip one test method during execution how you will do it?**

**- @Test(**unable=false)

**61. How cross browser testing is handled?**

**- By using grid by using this we can handle different brewers and different os**

**62. What is the hierarchy of testNG.xml tags?**

<!DOCTYPE suite SYSTEM "http://beust.com/testng/testng-1.0.dtd" >

<suite name="My test suite">

<test name="testing">

<classes>

<class name="com.guru99.SuiteTest1" />

<class name="com.guru99.SuiteTest2" />

</classes>

</test>

</suite>

**63. Write the structure of testNG.xml file and explain?**

<!DOCTYPE suite SYSTEM "http://beust.com/testng/testng-1.0.dtd" >

<suite name="My test suite">

<test name="testing">

<classes>

<class name="com.guru99.SuiteTest1" />

<class name="com.guru99.SuiteTest2" />

</classes>

</test>

</suite>

**64. What is the difference between Assert and verify?**

**-** Assert is used to insert validation points inside scripts when assert is used if condition is not true it throws assertion error and terminates the program.

- Verify is used to insert validation points inside scripts. If condition is false its still allows further steps to get execute. Dose not throw assertion error and marks test as a failure.

**65. What are the different methods of Assert?**

|  |  |
| --- | --- |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(boolean,%20boolean))(boolean actual, boolean expected)            Asserts that two booleans are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(boolean,%20boolean,%20java.lang.String))(boolean actual, boolean expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two booleans are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(byte[],%20byte[]))(byte[] actual, byte[] expected)            Asserts that two arrays contain the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(byte[],%20byte[],%20java.lang.String))(byte[] actual, byte[] expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two arrays contain the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(byte,%20byte))(byte actual, byte expected)            Asserts that two bytes are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(byte,%20byte,%20java.lang.String))(byte actual, byte expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two bytes are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(char,%20char))(char actual, char expected)            Asserts that two chars are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(char,%20char,%20java.lang.String))(char actual, char expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two chars are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Collection,%20java.util.Collection))([Collection](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Collection.html?is-external=true)<?> actual, [Collection](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Collection.html?is-external=true)<?> expected)            Asserts that two collections contain the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Collection,%20java.util.Collection,%20java.lang.String))([Collection](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Collection.html?is-external=true)<?> actual, [Collection](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Collection.html?is-external=true)<?> expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two collections contain the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(double,%20double,%20double))(double actual, double expected, double delta)            Asserts that two doubles are equal concerning a delta. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(double,%20double,%20double,%20java.lang.String))(double actual, double expected, double delta, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two doubles are equal concerning a delta. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(float,%20float,%20float))(float actual, float expected, float delta)            Asserts that two floats are equal concerning a delta. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(float,%20float,%20float,%20java.lang.String))(float actual, float expected, float delta, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two floats are equal concerning a delta. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(int,%20int))(int actual, int expected)            Asserts that two ints are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(int,%20int,%20java.lang.String))(int actual, int expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two ints are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.Iterable,%20java.lang.Iterable))([Iterable](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Iterable.html?is-external=true)<?> actual, [Iterable](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Iterable.html?is-external=true)<?> expected)            Asserts that two iterables return iterators with the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.Iterable,%20java.lang.Iterable,%20java.lang.String))([Iterable](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Iterable.html?is-external=true)<?> actual, [Iterable](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Iterable.html?is-external=true)<?> expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two iterables return iterators with the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Iterator,%20java.util.Iterator))([Iterator](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Iterator.html?is-external=true)<?> actual, [Iterator](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Iterator.html?is-external=true)<?> expected)            Asserts that two iterators return the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Iterator,%20java.util.Iterator,%20java.lang.String))([Iterator](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Iterator.html?is-external=true)<?> actual, [Iterator](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Iterator.html?is-external=true)<?> expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two iterators return the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(long,%20long))(long actual, long expected)            Asserts that two longs are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(long,%20long,%20java.lang.String))(long actual, long expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two longs are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Map,%20java.util.Map))([Map](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Map.html?is-external=true)<?,?> actual, [Map](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Map.html?is-external=true)<?,?> expected)            Asserts that two maps are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.Object[],%20java.lang.Object[]))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] expected)            Asserts that two arrays contain the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.Object[],%20java.lang.Object[],%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two arrays contain the same elements in the same order. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.Object,%20java.lang.Object))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) expected)            Asserts that two objects are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.Object,%20java.lang.Object,%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two objects are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Set,%20java.util.Set))([Set](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Set.html?is-external=true)<?> actual, [Set](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Set.html?is-external=true)<?> expected)            Asserts that two sets are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.util.Set,%20java.util.Set,%20java.lang.String))([Set](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Set.html?is-external=true)<?> actual, [Set](http://java.sun.com/j2se/1.5.0/docs/api/java/util/Set.html?is-external=true)<?> expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Assert set equals |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(short,%20short))(short actual, short expected)            Asserts that two shorts are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(short,%20short,%20java.lang.String))(short actual, short expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two shorts are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.String,%20java.lang.String))([String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) actual, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) expected)            Asserts that two Strings are equal. |
| static void | [**assertEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEquals(java.lang.String,%20java.lang.String,%20java.lang.String))([String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) actual, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two Strings are equal. |
| static void | [**assertEqualsNoOrder**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEqualsNoOrder(java.lang.Object[],%20java.lang.Object[]))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] expected)            Asserts that two arrays contain the same elements in no particular order. |
| static void | [**assertEqualsNoOrder**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertEqualsNoOrder(java.lang.Object[],%20java.lang.Object[],%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true)[] expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two arrays contain the same elements in no particular order. |
| static void | [**assertFalse**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertFalse(boolean))(boolean condition)            Asserts that a condition is false. |
| static void | [**assertFalse**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertFalse(boolean,%20java.lang.String))(boolean condition, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that a condition is false. |
| static void | [**assertNotEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotEquals(double,%20double,%20double))(double actual1, double actual2, double delta) |
| static void | [**assertNotEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotEquals(double,%20double,%20double,%20java.lang.String))(double actual1, double actual2, double delta, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message) |
| static void | [**assertNotEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotEquals(float,%20float,%20float))(float actual1, float actual2, float delta) |
| static void | [**assertNotEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotEquals(float,%20float,%20float,%20java.lang.String))(float actual1, float actual2, float delta, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message) |
| static void | [**assertNotEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotEquals(java.lang.Object,%20java.lang.Object))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual1, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual2) |
| static void | [**assertNotEquals**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotEquals(java.lang.Object,%20java.lang.Object,%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual1, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual2, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message) |
| static void | [**assertNotNull**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotNull(java.lang.Object))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) object)            Asserts that an object isn't null. |
| static void | [**assertNotNull**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotNull(java.lang.Object,%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) object, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that an object isn't null. |
| static void | [**assertNotSame**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotSame(java.lang.Object,%20java.lang.Object))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) expected)            Asserts that two objects do not refer to the same object. |
| static void | [**assertNotSame**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNotSame(java.lang.Object,%20java.lang.Object,%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two objects do not refer to the same objects. |
| static void | [**assertNull**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNull(java.lang.Object))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) object)            Asserts that an object is null. |
| static void | [**assertNull**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertNull(java.lang.Object,%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) object, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that an object is null. |
| static void | [**assertSame**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertSame(java.lang.Object,%20java.lang.Object))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) expected)            Asserts that two objects refer to the same object. |
| static void | [**assertSame**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertSame(java.lang.Object,%20java.lang.Object,%20java.lang.String))([Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) actual, [Object](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Object.html?is-external=true) expected, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that two objects refer to the same object. |
| static void | [**assertTrue**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertTrue(boolean))(boolean condition)            Asserts that a condition is true. |
| static void | [**assertTrue**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#assertTrue(boolean,%20java.lang.String))(boolean condition, [String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Asserts that a condition is true. |
| static void | [**fail**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#fail())()            Fails a test with no message. |
| static void | [**fail**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#fail(java.lang.String))([String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message)            Fails a test with the given message. |
| static void | [**fail**](https://static.javadoc.io/org.testng/testng/6.8.17/org/testng/Assert.html#fail(java.lang.String,%20java.lang.Throwable))([String](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/String.html?is-external=true) message, [Throwable](http://java.sun.com/j2se/1.5.0/docs/api/java/lang/Throwable.html?is-external=true) realCause)            Fails a test with the given message and wrapping the original exception. |

**66. How do you store your testNG reports?**

**67. How do you use parameters in testNG?**

**-**  By using @paramaterTag

**-** @Parameters ({ "sUsername", "sPassword" })

**68. What is use of Grouping in testNG?**

## - TestNG Groups with Example

We use groups in[Testng](https://www.guru99.com/all-about-testng-and-selenium.html)when,

* We don't want to define test methods separately in different classes (depending upon functionality) and
* At the same time want to ignore (not to execute) some test cases as if they does not exist in the code.
* So to carry out this we have to Group them. This is done by using "include" and "exclude" mechanism supported in testNG.

In below example, we have shown the syntax of how to use groups in the XML file.

@Test (groups = { "bonding", "strong\_ties" })

**69. What is the use of Maven?**

**-** Maven is a build tool.

- Maven is used to define project structure, dependencies, build, and test management. Using pom.xml(Maven) you can **configure** dependencies needed for building **testing**and **running** code. Maven automatically downloads the necessary files from the repository while building the project

**70. How does u define dependencies?**

- In POM.xml file we have dependencies tag in which we can define all the required dependencies. Dependencies can be taken from maven dependencies

**71. What are the advantages of using Maven in your project?**

**-** command line we can execute our program , easily transfer our project to one system to another, jars will be downloaded if dependencies add in pom.xml files

**72. Name the folder of maven which contains all libraries?**

- pom.xml

**73. Give some example of implementation of Maps in your project?**

**-** We have not used maps we have used set and list

**74. What are the use of Action class?**

**-** By using action class we can handle all the mouse and keyboards events it belongs to selenium.

**-** keyevents.pgUp , keyevents.pgSown

**75. How do you perform double click?**

**-** By using action class.

Action a = new Action(driver)

a.doubleClick

a.rightClick

**76. Write code for Drag and Drop?**

Action a = new Action(driver)

a.dragAndDrop(source, destination)

**77. How to hover over an element?**

**-** By using action class we can hover of a particular webElement.

**public** **static** **void** mouseHover(String locatorType, String locatorValue) {

Actions bk = **new** Actions(Constants.*driver*);

bk.moveToElement(*getWebElement*(locatorType, locatorValue)).build().perform();

*log*.info("Mouse movement done successfully");

}// End of mouseHover Method

**78. How do enter values using key commands?**

**79. What is the difference between key command and key types?**

**80. How do you fetch all links from a web page?**

**public** **class** FindNoOfLinkOnPage {

**public** **static** **void** main(String[] args) {

System.*setProperty*("webdriver.chrome.driver", "E:\\Selenium\\chromedriver.exe");

WebDriver driver= **new** ChromeDriver();

driver.get("https://www.google.com");

List<WebElement> list=driver.findElements(By.*tagName*("a"));

System.***out***.println(list.size());

**for** (**int** i = 0; i < list.size(); i++) {

String s=list.get(i).getText();

System.***out***.println(s); }}}

**81. If a page containing 1000 of images how you select the 100th image?**

**82. How do you upload images into webpage?**

**83. What is @DataProvider?**

**-** DataProvider is an annotation when we want to perform data driven testing then dataProvider annotation is used it is method which is provide a data. Test annotation has data provider as an attribute which receives a data from the data provider.

**public** **class** DataProviderDemo {

@Test(dataProvider = "SecondDataProvider")

**private** **void** m1(**int** i) {

System.***out***.println("Hello="+i);

}

@DataProvider(name = "SecondDataProvider")

**public** Integer[] dataProvder1() {

Integer[] i= {10,20,30};

**return** i;

}

**84. How to execute failed test cases?**

**-** In testNG we have TestNG output folder in that failed.xml file is present simply run that file then all failed test cases will be executed.

**85. How to skip Test cases?**

**- @ignore, @Test (unable=false), @Test (exclude), @Test (invocation Time = 0), //comment**

**#Other Questions**

1. Give a short introduction about yourself with your roles and responsibilities in the team?

2. How do you approach to develop Automation test cases?

3. Explain your agile work and your role in it?

4. How do you estimate your automation cases?

5. What are the principles of agile?

6. Why do we follow Fibonacci series in pointing?

7. How do you track your automation cases?

8. How do you execute your cases?

9. Why do you choose selenium over other automation tool?

10. Do you have any experience in framework development?

11. Have you worked in any BDD framework?

12. Tell me the difficulties you faced in developing automation scripts? Any complex scenarios handled?

13. Dou you have experience in API Testing

14. What are the structures used in SOAP and REST services?

15. What is the major difference REST and SOAP?

16. What is the difference methods used in REST?

17. How you pass your data in SOAP request?

18. How do verify the responses?

19. What is WSDL?

20. What is the use of Jenkins?

21. What are the commands of jenkin?

22. How do you set-up your maven project in jenkin?

23. How do you start jenkin?